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ABSTRACT
The tutorial provides an in-depth overview of recent advances in algorithms and data structures for processing graph database queries. The focus will be on scalable algorithms that have been demonstrated to work over real-world knowledge graphs. We will also present detailed performance comparisons of classical and recent algorithms. The tutorial will be divided into four sections. The first section will motivate the use of graph databases for querying knowledge graphs, and will introduce the attendees to graph data models and the query language landscape. The second section will discuss how to efficiently evaluate graph patterns, introducing the worst-case optimal join techniques and comparing them to classical join algorithms. The third section will discuss techniques for efficiently evaluating path queries and for constructing compact representations of potentially exponential sets of paths. In the final section we will introduce recent advances in compressed data structures that ease the high memory requirements of worst-case optimal join algorithms and also provide a template for evaluating path queries in a highly optimised manner.
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1 OVERVIEW
The tutorial starts by providing an introduction to graph databases, which have been gaining more and more attention in recent years, both in the context of querying large-scale knowledge graphs, and in enterprise solutions. Open knowledge graphs such as Wikidata, DBpedia, LinkedGeoData, etc., provide query services that can receive millions of queries per day. However, such traffic implies significant challenges in terms of scalability, efficiency and expressivity. Similarly, enterprise graphs require complex query features in order to allow a thorough analysis of the data, requiring highly efficient algorithms for processing graph queries. Therefore, the objective of the tutorial is to give an in-depth overview of techniques used to evaluate major classes of graph database queries. Though various well-known systems like Neo4j, Blazegraph, and Neptune, have already been in use for a substantial amount of time, there remain many relevant research challenges around graph databases.

The tutorial will provide a survey of recent advances in this area divided into four sections. The first section will motivate the use of graph databases, showing live examples of querying Wikidata and other open knowledge graphs. This section will also highlight the benefits of modelling data as graphs, and introduce the audience to graph data models currently in use. We will then explore query languages defined for graph databases and explain their core features; in particular, we will discuss basic graph patterns, regular path queries, complex graph patterns, and their semantics. The second section will discuss worst-case optimal join techniques for efficiently evaluating graph patterns, which guarantee that the cost of evaluating a graph query does not exceed a certain theoretical bound, and have also been shown to enable higher levels of efficiency in practice for evaluating queries than traditional forms of joins. The third section will discuss techniques for efficiently evaluating path queries while also returning paths; such a feature is missing from many of the current graph query languages, and implies many challenges in terms of semantics and efficiency, but could be very useful in practice. We finish by explaining some recent advancements in the area of worst-case optimal algorithms, where compact data structures have been proposed to support these algorithms while alleviating their high memory requirements.

2 TOPIC AND RELEVANCE

Topic. Graph databases are being increasingly used on the Web in order to query open knowledge graphs [26], with key examples being Wikidata [28] and DBpedia [17] supporting the SPARQL 1.1 query standard [12]. According to an analysis of query logs by Malyshev et al. [20], Wikidata receives in the order of millions of queries per day, much of which come from software agents, such as Web applications that depend on the Wikidata knowledge graph. Despite these advances, such query services still exhibit performance issues that translate into timeouts and a lack of availability [26], affecting the usability of such services. More work is thus needed to develop efficient graph database engines. Furthermore, novel graph query languages – such as GQL and SQL/PGQ [8] – are emerging with
new features that satisfy practical means, such as the ability to return paths from the graph. These features have yet to see adoption in practice, as modern engines typically struggle when required to return and manipulate paths [9, 21], thus motivating the need for more research on efficient evaluation algorithms.

In this setting, we will first motivate why knowledge graphs are a promising solution for publishing data on the Web, and how graph databases enable querying these knowledge graphs. We will demonstrate real-world motivating examples of query services on the Web, including federation features that enable users to evaluate queries across multiple websites. We will discuss the challenges and opportunities that arise from such query services. We will then discuss the use of graph databases in offline scenarios and highlight the advantages that the model’s flexibility brings to the process of data modelling, integration and manipulation. We continue by presenting the core features underlying all graph query languages, and show examples in concrete syntaxes such as SPARQL and Cypher/GQL. We will discuss the semantics of these features and how these languages differ. We will then turn to discussing state-of-the-art techniques for evaluating graph queries efficiently. First we will discuss state-of-the-art algorithms – based on worst-case optimal joins [24] – for evaluating basic graph patterns. Second we discuss efficient algorithms for evaluating complex path queries, and in particular, queries that return paths. We will then discuss how compact data structures can be used to evaluate both worst-case optimal joins and path queries while dramatically reducing memory requirements.

In all cases we will provide the abstract description of the algorithm, along with a detailed example, followed by a discussion of implementation considerations, and finishing with a detailed performance of these techniques with established baselines for graph query evaluation.

**Timeliness.** A number of recent developments underline the timeliness of our tutorial:

- Knowledge graphs are becoming an increasingly popular mechanism for managing diverse data at large scale, with many companies – such as Amazon, Airbnb, eBay, Google, LinkedIn, Microsoft, etc. – using knowledge graphs [15]. In this setting, graph databases offer a data management platform that enables indexing, updating, analysing and querying knowledge graphs.
- The Wikidata [28] community is actively looking for a new graph database engine – to replace Blazegraph – that can better cope with the high levels of traffic that the query service receives. This concrete application indicates the importance of efficient algorithms for evaluating graph queries at scale.
- In parallel with the previous point, some new techniques are emerging to efficiently evaluate graph patterns; more specifically, worst-case optimal joins have proven to not only provide theoretical guarantees of efficiency, but to also provide notable performance benefits in practice [2, 4, 16, 23], while works on compact data structures for graphs address the issue of space [4]. Such techniques could reduce the costs of hosting query services such as Wikidata, and/or improve the quality of service provided by such endpoints. They would also pave the way towards handling larger knowledge graphs in an efficient manner, allowing more complex analysis of the underlying data.
- New graph query languages are currently being standardised, including GQL and SQL/PGQ [8]. These query languages include novel features, such as the ability to return paths, which raises open questions in terms of how to efficiently evaluate such queries on large-scale graphs like Wikidata. Furthermore, SPARQL 1.2 [14] is currently in the process of being standardised. This highlights the timeliness of discussing cutting-edge features for graph query languages, and efficient methods to evaluate them.

All of these recent developments establish the timeliness of the topic of our proposed tutorial.

**Relevance.** There are hundreds of public query services available on the Web based on graph databases, specifically, SPARQL engines [26]. Key amongst these engines are, as aforementioned, key knowledge graphs such as Wikidata [28] and DBpedia [17]. Our tutorial deals with the technology underlying these services, and how it can be improved in future. Furthermore, a variety of key technology companies are now managing internal knowledge graphs [15], where our tutorial again offers insights into how best to index and query such repositories of knowledge at large scale.

We foresee that our tutorial will be relevant, for example, to attendees of the conference with the following profiles:

- Practitioners involved in managing proprietary knowledge graphs with performance bottlenecks.
- Practitioners, students and other researchers interested in novel features being proposed for graph query languages.
- Practitioners interested in using public graph query services on the Web, such as Wikidata.
- Practitioners, students and other researchers more generally interested in using, constructing, managing and querying knowledge graphs.
- Students and other researchers working on problems relating to graph query languages or graph query optimisation.
- Practitioners involved in the development of graph database systems and other graph-data management platforms.

This list is intended to be illustrative rather than exhaustive.

## 3 CONTENTS

The tutorial is divided into four 30 minute sections as follows:

- **Part 1: Introduction to Graph Databases.** [30 min, Vrgoć]
  We divide the introductory material into three segments:
  a) **Motivation.** We begin by explaining what graph databases are and how they provide the backbone of knowledge graphs on the Web. For this we will examine several concrete Web Knowledge Graphs, illustrate their usefulness, and explain their defining features.
  b) **Graph data models.** We then explore the landscape of graph database formats, introducing the audience to the main models in use today. In particular, we will cover RDF [7] and property graphs [11], the two most popular formats in

use. We then discuss their shortcomings, in particular related to modelling Wikidata, and discuss some alternatives such as RDF* [13] and multi-layered graphs [3, 29].

c) **Graph query languages.** The standard way to access data residing in a Knowledge Graph is by querying its underlying graph database. We therefore continue with an overview of graph query languages. For this, we will first abstract the common features of all graph query languages and divide them into three categories: (i) graph patterns, which match a small graph-shaped pattern into the database; (ii) path queries, which explore how graph nodes are connected; and (iii) complex graph queries, which combine the two and extend them with additional features. We will then explain how such features are supported in concrete languages, with a specific focus on SPARQL [12], the W3C standard for querying data on the Web; and Cypher [11], the most popular property graph query language. We will also comment on the new GQL and SQL/PGQ standards [8], which are heavily influenced by Cypher.

Throughout this segment we will put a special focus on knowledge graphs that the audience can try out for themselves using only their Web browser. Concretely, we will use the Wikidata public SPARQL endpoint, and we will enable an endpoint hosting a social network dataset Pokec [18] and running on MillenniumDB [29], a property graph engine implementing GQL. While discussing graph query languages, we will try to highlight potential efficiency issues that can arise by using particular query features, or a combination thereof, and explain key research challenges in the area.

- **Part 2: Evaluation of Graph Patterns.** [30 min, Hogan] Graph patterns are a core feature common in all graph query languages. In practical terms graph patterns are equivalent to relational joins [1], but unlike relational data, graph queries usually require a large number of joins to be performed. For example, the public log of user posted Wikidata queries [20] contain patterns that consist of up to 22 joins. In this part of the tutorial we present worst-case-optimal (wco) join algorithms, a recent breakthrough in join query processing [24], and showcase the versatility of such algorithms in graph context [16, 25]. In particular, we will explain the inner workings of the Leapfrog wco-algorithm [27], and show what sort of performance gains it brings over real-world graphs. We will conclude by discussing the main challenges when implementing such algorithms and provide an in-depth overview of their performance when compared to standard join processing techniques.

- **Part 3: Evaluation of Path Queries.** [30 min, Vrgoč] Testing connectivity and retrieving paths is a key feature of graph databases which is currently not well supported in graph query engines. In this part of the tutorial we take a deep dive into state of the art algorithms for retrieving paths from knowledge graphs. In particular, we explain how the early theoretical work in the area [22] can be extended into a unifying framework for answering path queries under the diverse semantic requirements dictated by the SPARQL, GQL, and SQL/PGQ graph standards [8, 10, 12]. Following this we highlight the efficiency requirements for retrieving different types of paths [5], explain the trade-offs that one faces when handling complex restrictions for path queries, and present a series of effective approaches for handling path queries [9, 19, 21, 30]. We then discuss how to compactly represent potentially exponential sets of paths in order to be accessible to the query execution pipeline further down [21]. Throughout the presentation we will discuss different index structures that can be used to support efficient path processing, with a focus on B-trees and compact matrix representations [6] of graphs. A detailed performance comparison will be provided, showcasing the potential of future engines for handling huge sets of paths. We will also review main open problems in the area, particularly relating to novel path query features introduced in GQL and SQL/PGQ.

- **Part 4: Compressed wco-algorithms.** [30 min, Hogan] We finish by explaining some recent work [4] that addresses the main shortcoming of wco-algorithms, namely their high memory requirements. These works design compact structures that support all operations needed to run the Leapfrog algorithm, evaluating the query in this fashion. Such structures also support path queries. As in the previous sections, we provide a detailed performance comparison of such algorithms, in this case focusing on space savings they offer when compared to the default Leapfrog triejoin wco-implementation, and to classical relational techniques. This being the final section of the tutorial, we finish with an overview of main open challenges that graph databases face in the following years.

Within each section we will provide 5 minutes for Q&A and discussion, further aiming for interactive talks where audience members can ask questions, make comments, etc., during the presentations (not just at the end).

### 4 STYLE

The tutorial will primarily be in a lecture style, but will provide demos and interactive examples of querying the Web. In case the audience would like to try these examples for themselves, all that they will require is a browser with an internet connection. To facilitate this, in addition to lecture slides, we will provide the audience with a query cheat-sheet allowing them to try out a series of increasingly complex queries over different public endpoints, motivating and illustrating the concepts we describe in the tutorial in a hands-on manner.

### 5 AUDIENCE

**Intended audience:** Parts 1 & 2 of the tutorial are suitable for attendees that wish to learn about the technology behind modern day knowledge graphs. Attending the first two portions of the tutorial should also provide enough starting information for someone who wishes to begin using graph databases in their everyday practice. Parts 3 & 4 are aimed at more advanced users, engineers implementing data processing systems, or people interested in state of the art algorithms for evaluating graph queries.

**Prerequisite knowledge:** No prerequisite knowledge is needed for part 1. General understanding of algorithms, finite state automata, and computational complexity will be useful to fully understand
the concepts presented in parts 2, 3 & 4 of the tutorial, although the presentation will be self contained as much as possible using examples to illustrate concepts and techniques.

Learning outcomes: Following the tutorial an attendee should learn about different graph data models in use today, as well as query languages used to extract data from these. They should also gain an understanding of the usefulness and versatility of graph data, as well as how to model a diverse set of scenarios using graph databases. Attending parts 3 & 4 of the tutorial should provide a good overview of modern algorithms for processing graph queries, and allow developers to start deploying them in their own systems.

6 PREVIOUS EDITIONS

Parts of this tutorial were previously presented at:

- **SPIRE’22.** The 29th International Symposium on String Processing and Information Retrieval (SPIRE) was held in Concepcion, Chile, with an attendance of about 50 participants. Hogan and Vrgoč were invited to give a tutorial on graph databases with the aim of introducing the topic to the SPIRE community and promoting collaboration with researchers working on text indexing and compression techniques, which were recently used to optimise graph queries at large scale. Tutorial materials available at:
- **AMW’23 Summer School.** Alberto Mendelzon Workshop (AMW) is an international workshop on data management being held annually in Latin America. The workshop includes a two day summer school aimed both at local students and international attendees. AMW’23 was held in Santiago, Chile, with an audience of about 40 students and researchers. The tutorial was of introductory level, explaining what graph databases are, how they are being used, and explaining some of the main algorithmic techniques used to process graph queries. Materials available at:

The material presented in this tutorial differs significantly in depth and scope. Specifically, compared to the SPIRE’22 tutorial, this proposal includes a more detailed synthesis of graph querying, an in-depth overview of modern algorithms for query processing over graphs, and a detailed description of implementation and performance considerations in the context of processing large graphs. Compared to the AMW’23 tutorial, this proposal is more technical in nature, and is aimed at providing general frameworks for processing large classes of graph queries. It also extends the presentation to include notions of path representations in graph query answers, compressed data structures for in-memory support of worst-case optimal algorithms, and describes performance bottlenecks in modern day graph processing.
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8 CONCLUSIONS

Graph databases have experienced a resurgence of interest in recent years, propelled in part by the growing adoption of knowledge graphs as a way to extract value from diverse data at large scale. This resurgence of interest has translated into the proposal of novel query languages, the development of new graph database engines, and the exploration of novel techniques to efficiently evaluate graph queries at large scale (considering both time and space). Our goal with this tutorial is to provide attendees with an overview of these recent developments, as well as insights into what the future might hold for querying graph databases at large scale.
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